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The paper addresses trust management problems in automated eContract negotiation among software agents in the web service environment. From the point of trust management, the aim of the negotiation process is to choose the most trustworthy providers from those who provide services that satisfy certain functional and other requirements. In order to negotiate about the trust, the negotiation process should provide some mechanisms to reason about requesters’ policies, specifying who and under what conditions may access private information (Kagal et al., 2004) and to guarantee that no legal norms would be violated in the contract. The paper familiarizes with details of the trust negotiation problem and with the approaches that have been proposed to solve this problem. It presents also a critical analysis of the proposed approaches and summarizes their challenges and drawbacks. The author analyses also one of the more advanced conceptual frameworks of negotiation process from the trust modelling perspective, highlights its drawbacks and proposes how to improve this framework.

Introduction

The object of this paper is a critical analysis of the automated trust negotiation process among software agents in the web service environment. At present, the whole contract lifecycle in eBusiness, including negotiation, the preparation of eContract and its acceptation, is handled mainly manually. In order to develop an electronic contract, people should not only write and agree upon it, but also to translate it manually into a certain computer-readable internal representation (Hasselmeyer et al., 2006). Automated negotiation and the usage of eContracts is still a challenge.

Automated negotiation is especially important in the dynamic environments in which short-time contracts prevail. Such contracts have to be dynamically set to meet the short term needs of end-users’ and service providers’. In such circumstances, it is impossible to rely on the partners’ trustiness characteristics because they are not tested by a long-time experience or are even completely unknown. According to Comuzzi et al. (2005), in dynamic environments, negotiation seems to be the most suitable mechanism to agree on the features of a dynamic contract.

The goal of the paper is to discuss the state of the art of the automated trust negotiation problem, to highlight the challenges and drawbacks of the proposed solutions, and to contrast the conceptual modelling problems of trust management aspects with the current negotiation process modelling concepts. The main contribution of the paper is the proposal how to improve one of the more advanced negotiation process object-oriented modelling frameworks (Lin, 2008).
The rest of the paper is organized as follows. Section 2 familiarizes with details of the trust negotiation problem, Section 3 surveys the current state of the art of the proposed solutions, Section 4 analyses the concepts used to model the trust negotiation process and proposes how to improve Lin’s conceptual modelling framework and, finally, Section 5 concludes the work.

Trust negotiation problem

The trust negotiation problem arises in the context of eContracting. One of the most important requirements is that in the semantic web environments the eContracts should be prepared automatically, without human intervention. Contracts should be prepared by negotiation of software agents. Trust is one of the negotiated issues. Traditional security mechanisms, which assume that parties are known to each other and that trust can be granted only on the basis of partner identity, are insufficient in the Semantic Web environment. To identify the requester in this environment, the provider requires additional information sufficient for him to make the access permission decision. On the other hand, the requester wants to restrict the conditions under which his personal information will be automatically disclosed. In some cases, even requirements to be fulfilled between parties cannot be publicly disclosed. In such cases, parties can disclose the confidential information (e.g., credentials or sensitive business rules) to each other iteratively only, by negotiation, at each step increasing the level of trust. To specify the information associated with parties and the requirements to be fulfilled, an agent-understandable language with well-defined semantics is required. In addition, the negotiation mechanisms should be semantically enriched so that the required authorisation process would be supported; the illegal disclosure of information would be not possible; the access to sensitive resources would be controlled, and the trust between contracting parties would be ensured (Bonatti, Olmedilla, 2007).

From the latter requirement it follows that the trust management problem in the context of eContracting is essential because many different aspects, including the implementation of trust relationship among the parties, choosing the relevant trust model should be considered in order to solve this problem. In more detail these issues will be discussed in the next section.

The critical analysis of the proposed solutions

Authorization and privacy for Semantic Web Services

A significant amount of research has been done in trust negotiation for Semantic Web Services. Such services should be discovered and invoked automatically. The interaction with services is also performed automatically, and the decision which information has to be exchanged needs to be autonomous. To meet these requirements, Semantic Web services should handle users’ private information that has to be protected, autonomously decide who can access it and under what conditions. Policies, as part of Web Service representations, could be used for this purpose (Kagal et al., 2004). In addition, Web Services should know how to reason about their users’ policies. The main role of policies is to specify who can use service and under what conditions, and to define the information handling rules. However, the notion of policy is not unambiguous. Policies are used also for other aims. For example, security policies constrain access to some resources, and trust management policies are used to collect agent properties in open environments. Policies can also define business rules, formalize and automate business decisions. Besides, policies can be reactive, include actions to collect information about events (e.g., event logging) and have some side effects. On the other hand, all kinds of policies share common information and tightly interact with each other (Bonatti et al., 2005).

Privacy and authorization policies have been proposed by Kagal et al. (2004). They determine under what conditions the information can be exchanged, what usage of this information is legitimate. They also constrain the provider to accept
requests for service only from certain requesters. The use of these policies is symmetric; they constrain both the provider and the requester. It is assumed that the requester and the provider discover each other’s policies during negotiation on the contract. Afterwards, they must decide whether they can satisfy each other’s requirements. The privacy policies can be interpreted as a contractual obligation. If some partner provides details of another partner to a third party, the person represented by the injured partner could take a legal action against the guilty partner on the basis of the policy. This approach was developed for the client–server architecture, but it can be easily extended also for service–service interactions. Some authors of the work Kagal et al. (2004) were also involved in the development of the OWL-S (Martin et al., 2004) specification and for this reason are quite familiar with the details of OWL-S. So Kagal et al. (2004) proposed the so-called semantic markup that specifies the security characteristics of Web Services’ I/O parameters in OWL-S, “keeping information about the data’s structure but without revealing its value” (Kagal et al., 2004). This provides the basis for determining whether a service parameter fits a requester’s requirements and whether the two services’ I/O parameters match. The Rei language (Kagal, 2002) is used to describe such policies. The Rei language is based on the first-order logic and includes an RDF interface based on a given ontology (McBride et al., 2004). In this language, the deontic concepts of rights, permissions, obligations, dispensations, and policy rules are represented as the Prolog predicates. The Rei framework provides for the policy engine that reasons about the policy specifications. The OWL-S Matchmaker acts as a service discovery agency, takes the OWL-S description of a service that matches the requester’s functional requirements, extract this service, retrieves the requester’s policies and extracts the policies from the provider’s profile, and sends the OWL-S description and the policies to the Rei reasoning engine which reasons about the compatibility of the partners. If the policies are not compatible, the reasoning engine returns the value as false, and the Matchmaker continues to check the next service for compatibility. Otherwise, the reasoning engine returns the value as true, and the Matchmaker returns this service to the requester. Although the Rei framework has many advantages, it has also some serious drawbacks. Firstly, it assumes that all policies are public and that a policy engine or a matchmaker decides in a single evaluation step whether two policies are compatible or not (Bonatti, Olmedilla, 2007). However, in some scenarios, the sensitive policies should be protected and disclosed iteratively by negotiation. Secondly, it assumes that both the requester and the provider trust the Matchmaker and will disclose to it all policies, including sensitive ones. However, in the decentralised or multi-centre environments, such assumption cannot be accepted. Since requesters interact with the services unknown to them, they are not sure whether they can trust them. Consequently, some means should be provided to achieve trust. According to De Coi, Olmedilla (2008), in such environments even the access control based on identity mechanisms may be ineffective and should be replaced by role-based ones (Herzberg et al., 2000).

**Role-based mechanisms**

Access control, which uses role-based mechanisms (Herzberg et al., 2000), splits the authorization process into two steps – assignment of roles and checking whether a member of the assigned role(s) is allowed to perform the requested action. For this purpose, some access control policy is usually used. Such a policy consists of the rules that specify what roles must be satisfied that sensitive information could be shared. To prove its role, the party must present the signed credentials that represent a statement by some authority that the party performs a particular role. The credentials could be exchanged with different granularity (Nejdl et al., 2005). This means that some attributes unessential for the policy could be hidden. The role memberships required to satisfy a policy are called provisions (Puchalski, Swarup, 2008). The drawback of provisions is that they must be known to both parties. However, each party may rep-
resent the same provisions in different ways. In decentralised or multicentre environments, this fact may cause the negotiation process to breakdown because of the schema matching problem. One more problem with provisions is that they do not provide any control of usage of information once it has been shared. Puchalski, Swarup (2008) propose to solve this problem by using the obligations together with the provisions and in such a way to specify the actions that must occur after disclosure of sensitive information. The authors propose also a trust negotiation model that includes support for both provisions and obligations. They model obligations as sets of actions in a bounded time range and extend a parsimonious automated trust negotiation strategy proposed by Winsborough et al. (2000) in such a way that obligations are used to replace provisions in cases when the necessary credentials are not available. The parsimonious strategy aims to achieve a successful negotiation with a minimal exchange of credentials. A drawback of this strategy is that the requirement to present signed credentials is insecure because sensitive information about the party’s credentials, and maybe about other sensitive attributes, can be disclosed. The main challenge and open question of the strategy is how to minimize the disclosure of sensitive information, if it can be done in general.

**Advanced policy languages**

Advanced policy languages, for example, EPAL (Ashley et al., 2003), WSPL, and XACML, provide means to specify the mechanisms that make authorization decisions based directly on the properties of the requester and do not split the authorization process into two parts (De Coi, Olmedilla, 2008). Finally, the languages that have been developed to support the trust negotiation (Winsborough et al., 2000) ensure that “trust between peers is established by exchanging sets of credentials between them in a negotiation which may consist of several steps” (De Coi, Olmedilla, 2008).

The trust negotiation aspect for Semantic Web Services in advanced policy languages has been discussed also in many other papers written by a research group headed by Olmedilla (L3S Research Center and University of Hannover) and other researchers cooperating with this group. Olmedilla et al. (2004) suggest that the problem of trust negotiation can be solved including trust policies into the WSMO standard (De Bruijn et al., 2005), together with the information disclosure policies of the requester, by using the PeerTrust language (Gavriloaie et al., 2004) developed by the authors. This language provides the means to specify the trust negotiation and the delegation of authority. In this language, a policy is defined as “a rule that specifies in which conditions a resource (or another policy) might be disclosed to a requester” (Olmedilla et al., 2004). A service requester should include his/her policy in the request. Using this policy, the service discovery agency, or matchmaker in terms of Olmedilla et al. (2004), can compare it with service providers’ policies and take into account the policies’ compatibility. As a result, trust is established iteratively through the negotiation process. Such approach requires that the service discovery agency would have access to both the requester and the provider policies. This requirement impacts the architecture of the registry and the service discovery agency. The authors propose some distributed architecture allowing the service providers to keep their policies private, and an algorithm that matches the requester and provider policies in order to determine whether trust between them can be established. A drawback of this approach is that it does not provide any explicit reputation-based trust information, such as feedback from other trusty parties, service supply history, the quantities of delivered services, etc. It is important because the matchmaker in the service discovery process would take into account such information and compare the service providers by trustiness parameters if other requirements are satisfied. The same could be applicable to the service requester.

**Reactive behaviour control**

A number of trust-related policy languages, including PAPL (Bonatti, Samarati, 2000), PeerTrust (Gavriloaie et al., 2004), Ponder
and Protune (Bonatti et al. 2005), have been proposed. Some of them were created in line with the basic requirements for Semantic Web, such as simplicity, expressiveness, scalability, enforceability, analyzability (Blaze et al., 1998). However, early policy languages did not provide any means to specify policies controlling reactive behaviour, for example, when “decisions have to be made by taking events into account and consequences of decisions have to be turned into real actions” (Alferes et al., 2008). In addition, the reactive behaviour should take into account also the peculiarities of the distributed and heterogeneous environment where heterogeneity exists in languages and data. It means that the semantics of the policy language should define actions with respect to events, their sequences and flow control. An attempt to remove this drawback has been made by Alferes et al. (2008), who proposed a framework for the specification and enforcement of reactive Semantic Web policies. Similar frameworks have been proposed also by Bailey et al. (2005), May et al. (2005), Paschke et al. (2007). Typically, such frameworks implement the reactive behaviour control using the Event-Condition-Action Rules (ECA) that are neither able to model agent control in the process of negotiation nor some other particular interactions like delegation of authority or information disclosure, which are obligatory in the electronic contracting for Semantic Web Services. Thus, the ECA rules do not provide for any final solution of the problem of agent control in the electronic contracting, either.

Some time ago, an attempt to solve this problem has been made by Bonatti et al. (2010) who extend the concept of reactive Semantic Web policies in such a way that applying such policies a trusted communication among the agents would be ensured. The policies ensure that changes of knowledge stored in some Semantic Web database cause appropriate actions in the real world. Since the policies have the form of ECA rules in which, inter alia, the guarding condition provides for security checks that may be carried out only by trust negotiation, the policy-compliant communication should be trusted. SLD (Selective Linear Definite) derivation is used to evaluate the conditions. To this end, an explicit trust information exposed on the Semantic Web by other trusty parties is used. In order to access external semantic data, the policy definition language offers a special kind of predicates, the in-predicate “that allows calls to external methods to be integrated into the policy evaluation process” (Bonatti et al., 2010). In addition to a language to describe reactive Semantic Web policies, Bonatti et al. propose also some policy-compliant negotiation protocol. This protocol provides for “obeying as well as enforcing Semantic Web policies, automated agreement with other systems and trusted interactions with Semantic Web agents” (Bonatti et al., 2010). The details of the negotiation model are not described. The Reactive Semantic Web policies define in a declarative way the behaviour control of agents and combine reactive behaviour control with the trust and security features.

The main features of the proposed framework are as follows:

- well-defined semantics of the proposed language;
- seamless integration of Semantic Web sources into the reasoning process;
- support for trust negotiation;
- the possibility to use in the negotiation process both strong (e.g., digital signature) and lightweight (e.g., user name and password) evidences.

Reactive language may be based on different programming paradigms (Berstel et al., 2007). For example, production rules can be used instead of ECA rules. While the execution of the ECA rules system is event-driven, the execution of the production rules system is state-driven. Thus, the ECA rules ensure a more detailed behaviour control than does the production rule, but designing this kind of system is often more expensive than of state-based one. Besides, in some systems, state handling could be more important than event handling. Therefore, the choice of the paradigm depends on the system
under design. To make the right choice, it is important to know the kind of application the rules are suited for. The ECA rules are recommended for a distributed application in which the demand to operate with events exists. Meanwhile, production rules should be used in logically rich applications in which the demand to manage the state of the system in each web node is more important than to manage the distributed aspects of the whole system. A drawback of the ECA rules is that it is unclear how the natural bottom-up evaluation schema of ECA rules should be integrated with the top-down evaluation adopted by the policy languages (Bonatti, Olmedilla, 2007).

The proposed policy languages differ also by other properties (De Coi, Olmedilla, 2008), for example, what is the underlying formalism, how well the semantics of the language is defined, monotonicity of the language, expressiveness of conditions, what kind of actions can be specified within a policy, the means to describe the delegation of rights, supported evidences, to which degree the negotiation is supported, the kinds of answers sent by the policy engine to requesters, and extensibility. An exhaustive comparison of the current policy languages according to these criteria has been done by De Coi and Olmedilla (2008). According to them, only a few current policy languages, namely PAPL (Bonatti, Samarati, 2000), Cassandra (Becker, Sewell, 2004), PeerTrust (Gavriloaie et al., 2004), and Protune (Bonatti et al., 2005) directly support the negotiation.

Main challenges of the trust negotiation problem

A number of challenges still exist in the trust negotiation problem. The main challenges are as follows (Bonatti, Olmedilla, 2007; Bonatti et al., 2010):

- negotiation success: in which way to guarantee a successful result of negotiations in cases when some serious difficulties arise (e.g., rules are not disclosed because of the lack of trust; credentials cannot be found because their repository is unknown, etc.)?
- optimal negotiations: what strategies should be used to optimize information disclosure in the negotiation process? Is it possible to prevent not obligatory information disclosure by reasonable preconditions?
- choosing of service: how should the requester choose a particular service when the request can be fulfilled in several different ways? Both a language for expressing preferences and efficient optimization algorithms are required to solve this problem. Although the problem is more or less explicitly assumed by most of approaches on trust negotiation, so far no concrete solution has been proposed.

Additionally, as pointed out in the previous section, the integration of ECA rules is an open issue.

Conceptual modelling of negotiation process and trust management aspects

Lin’s conceptual framework

Lin’s conceptual framework (Lin, 2008) is one of widely accepted conceptual models of the negotiation process for web services contracting. He sees this process as a collaboration of three conceptual entities: the service requester, the service provider and the service discovery agency (Figure 1).

![Figure 1. Lin’s architecture for negotiating in a service-oriented environment (Lin, 2008)](image-url)
Each entity is defined by an UML package and further modelled by the use case, class, sequence, and package diagrams that define the internal architecture of the entity. The use-case diagrams define the goals of each entity and, consequently, all the use case diagrams together model the functional requirements of the negotiation system. Class diagrams specify classes that implement the entities. Sequence diagrams model the interactions of the objects participating in the negotiation. The Lin’s conceptual framework provides neither the state machine nor activity diagrams. This means that neither the states of entities nor the methods of the classes are modelled. The main scheme of negotiation is as follows:

- the service requester asks the service discovery agency to find the required service and begin the negotiation process with it. If the request requires that a composition of services would be delivered, the requester “needs to maintain any relationships among these constituent requests for negotiating and issuing them in an adequate sequence and to deal also with the consequences from negotiating or issuing these requests” (Lin, 2008). The discovery agency can also maintain the list of preferred service providers and may predict the future needs of requesters, using the patterns of previous requests. So, it can prepare and sign contracts in advance. For this purpose, it maintains a contract template;
- in order to find the requested service, the service discovery agency maintains a registry of services. It negotiates with the service requester and as a result returns to its descriptions of accessible suitable services together with information about their providers;
- once the suitable service provider is discovered, the service requester negotiates with the service provider on the contract and signs it. The service requester evaluates also the quality of delivered services and updates the trust values in the list of preferred providers. The trust values are evaluations of service requesters to which extent the promises denoted in the corresponding contracts have been fulfilled by the provider;
- any service provider should register its service in the service discovery agency and must negotiate with it for this purpose.

The model provides for the service discovery protocol, service publishing protocol and service contracting protocol for negotiations between the service requester and the service discovery agency, between the service provider and the service discovery agency, and between the service requester and the service provider.

Analysis of Lin’s conceptual framework from the trust management perspective

In order to negotiate about trust, the conceptual model should provide the mechanisms to reason about requesters’ and providers’ policies that determine who can access the sensitive information and under what conditions (Kagal et al., 2004). The model should also guarantee that no legal norms will be violated in the negotiated contracts. Lin’s conceptual framework (Lin, 2008) does not provide any details how to do this. Most problematic issues are the way in which the framework models the service discovery agency, and the proposed negotiation protocol. The model assumes that the service discovery agency should be trusted by any party and that all parties would disclose to it all their policies, including sensitive ones. It is an obvious drawback from the trust management perspective. Another drawback is that the agency collects only the evaluations of service providers presented by the requesters (trust values in terms of the author). However, such trust values are insufficient to ensure trust between previously unknown parties. The proposed negotiation protocol does not address any trust negotiation issues, except trust values, and does not provide any mechanisms to extend it by trust negotiation strategies. Besides, it does not provide for any authorization decision process. Serious drawbacks from the trust management perspec-
tive are also the service discovery and publishing protocols which do not offer any rules how to take into account the peculiarities of reactive behaviour (events, event sequences, event flow control, etc.).

Also, Lin (Lin, 2008) does not discuss how the proposed model can be extended for the Semantic Web Services for which the trust requirements are even stronger because in this case the service discovery agency can determine at run time which actual previously unknown services should be employed to satisfy the requirements of a requester. Besides, the assumption that the service requester must maintain and negotiate all relationships among the parts of composite services as well as monitor and evaluate the quality of delivered services is not realistic.

Proposals on how to improve Lin’s conceptual framework

To adapt Lin’s conceptual framework to the needs of trust management issues, first of all it is necessary to remove the above drawbacks.

Modelling of service discovery agency. In order to change the assumption that the service discovery agency should be trusted by any party, the framework should provide for trust negotiation between service requesters and the agency and between service providers and the agency. This means that any sensitive information should be disclosed for the agency step-by-step in the process of negotiation only. In addition, some trustworthy authority, for example, VeriSign*, should issue signed credentials to the agency. The access control, provision and obligation policies should also be provided to manage the credentials’ exchange process. This means that, in addition to the reputation-based trust, the conceptual framework should also provide for the policy-based trust mechanisms. To specify such mechanisms, some trust-related policy language should be used.

Once signed credentials have been exchanged, the further usage of the disclosed sensitive information should also be controlled. For this purpose, the eAgreement between any service requester and the agency and between any service provider and the agency should be signed, and these agreements should ensure legal sanctions for the disclosure of the protected information without permission.

Negotiation protocol. The negotiation protocol should be supplemented with negotiation strategies and incorporate an appropriate authorization decision process.

Service discovery and service publishing protocols. Service discovery and service publishing protocols should be extended by reactive Semantic Web policies that combine the reactive behaviour control with the trust and security management mechanisms.

Maintenance relationships among the parts of composite services, monitoring and evaluation of the quality of delivered services. The removal of this drawback requires that Lin’s framework would be reworked fundamentally. The volume of this paper does not allow to discuss the required reworking in detail. The main idea is that the mechanisms similar to that provided by the JBoss (Jamae, Johnson, 2009) or Spring (Laddad, 2010) frameworks should be used for this purpose.

Extension of the framework for the Semantic Web. Advanced trust-related and reactive policies adapt Lin’s conceptual framework to the requirements of the Semantic Web. The OWL-based ontologies to describe services should also be provided in the model. To ensure the processing of the semantic annotations in service discovery, the matchmaking algorithms should be changed.

Summary and Conclusions

In this study, a critical analysis of the automated eContract trust negotiation process among software agents in the web service environment has been performed. In such environment, the negotiation mechanism should support the authorisation process, control access to sensitive information, prevent its illegal disclosure, and ensure trust between the contracting parties. From the trust management perspective, several

significant aspects, such as trust relationships among the parties or a relevant trust model have to be taken into account when dealing with the eContract negotiation problem. From this perspective, five major groups of approaches and mechanisms facilitating the trust negotiation problem can be identified: policy-based approaches, role-based mechanisms, trust negotiation models, reactive behaviour control, and trust-related policy languages. These groups do not represent some independent alternatives but rather complement one another in a hierarchical way. The drawbacks and challenges of each group have been discussed in the paper. Further, the object-oriented Lin’s negotiation model (Lin, 2008), accepted by many researchers working in the automated negotiation field, has been evaluated from the trust negotiation perspective. Its shortcomings have been highlighted, and some significant improvements of the model have been proposed.

The critical analysis of the automated eContract negotiation problem demonstrates that a lot of different approaches and useful ideas have been proposed up to date. However, there is a lack of works to synthesize all these approaches and ideas and to recommend how to use the results of research in practice. A lot of experimental research should be done to this end. It intends to be a major focus of our further studies.
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