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Modelling of information systems (IS) involves development of different models that present various aspects of a system, like the static structure, behaviour, etc. Expression of an IS through various models is related to the problem of ensuring of different models consistency, which is very important for IS design, models transformation and finally code generation tasks.

Restriction of IS models can help to solve the problem of models inconsistency. However, constraints defined in the OMT, OOSE, Booch object-oriented methods are suitable only for one model and at that point constraints of models relationships are not defined explicitly. Hence the authors of the paper suggest the approach for extension of an ensuring consistency, based on semi-formal models with constraints, by adding the consistency rules to object-oriented IS models. Consistency rules are directed to constrain relationships of different aspect models. The proposed approach is illustrated by a case study in a digital library domain.

Introduction

The models of processes, states, structure and other models are created when an information systems (IS) are modelling by various aspects. Zahman Enterprise architecture framework suggested modelling aspects are data (things), function (process), network (location), people, time and motivation (business rules) (McGovern, 2003).

Business rules make an important and integral part of each IS by expressing business logic, constraints on concepts, their interpretation and relationships. Defined rules of structure and behaviour are captured in the models of structures, states, processes and other IS models (Nemuraite, Ceponiene, Vedrickas, 2008). Hence the problem of IS models consistency includes the problem of rules models consistency or inconsistency.

Sometimes the models of different aspects are not interrelated and even more, contradictory information can be provided in them. Expression of an IS through various models is related to the problem of ensuring consistency of different models. Consistency means that the structures, features and elements that appear in one model are compatible and in alignment with the content of other models (Rozanski, Woods, 2005). According to (ISO/IEC 1997), consis-
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tency expresses the matching ratio. Sometimes an integrity concept is used instead of consistency concept. According to Caplinskas (1997), consistency is part of integrity. Integrity also involves the following quality characteristics: accuracy of facts, accuracy of values, conformity, accuracy of time. In this research, we are concentrated on improving models consistency.

Model-driven architecture (MDA) puts models into the centre of the IS development process as the source of transformation to platform-specific models (PSM), which are used for code generation (Mokati et al. 2007). Unambiguous models are necessary for the successful accomplishment of the tasks of model transformation and code generation (Berkenkotter, 2008; Rozanski, Woods, 2005). Therefore checking the consistency of related models should be central aim of IS development process.

Thus the goal of the paper is to improve the consistency of IS models. The main task is to extend the existing approach for checking models consistency and removal of detected inconsistencies that would allow making a model more consistent. The proposed approach is illustrated by the case study of consistency rules for UML static structure and behaviour models in a digital library domain. In the future the authors are going to apply and extend the proposed approach to a method for checking the consistency of UML static structure and behaviours models, especially concentrating on the consistency of models elements that can be visualised by class and sequence diagrams.

The related work analysis is made by theoretical research and comparative analysis methods. Logical induction and constructive researched methods are used to suggest a solution of ensuring the consistency problem. The suitability of proposed approach for solving the consistency problem is researched by the experimental analysis method.

The remainder of the paper is organized as follows. Section “Related Work” gives a brief overview on approaches for ensuring the consistency of IS models and presents the analysis results of ensuring the consistency in Booch, OMT, OOSE object oriented methods. Section “The Approach of Ensuring the Consistency in Object-Oriented Models” presents the proposed approach for checking the consistency of object-oriented IS models. Section “A Case Study” illustrates the usage of approach proposed for ensuring consistency. Section “Conclusions and Future Works” concludes the paper and presents future research directions.

Related Work

Approaches of Ensuring Consistency

The problem of ensuring models consistency, for example, can be solved: i) using matrices; ii) modelling a system using a semi-formal language with constraints or iii) modelling a system using a formal language.

A matrix can be used to show the consistency rules among semi-formal models of different aspects (Saulis, Vasilecas, 2008). For example, the usage of the entity-function matrix helps to check the consistency of structure and behaviour models. However this approach does not take into consideration constraints of every aspect model taking into account that the consistency of IS models means not only correctness of one single model, but all related models of the IS used in development process.

IS models can be created using the natural language, semi-formal or formal modelling language. Semi-formal languages, for example, UML, are useful for modelling IS, because these languages are more understandable in comparison with formal languages and more precise in comparison with the formal languages and more precise in comparison with natural languages. But the usage of a semi-formal language cannot ensure that created models were consistent, because of lack of formal semantics (Mokati et al., 2007). Part of semantics of UML is defined by OCL (Object Constraint Language), and some of constrains are provided in UML specification by the natural language that is claimed to be precise. Berkenkotter (2008) suggested to rectify UML constraints expressed in OCL and formalize UML constrains expressed in the natural language. The major disadvantage of these works (Berkenkotter, 2008; Pakalnickiene, Nemuraite, 2007) is that
they propose constraining only one model, but the consistency rules of different aspects models are not presented. The consistency rules in this context mean constraints on relationships between models. The relationships of models show which elements of a model should have relationships with the elements of another model. These relationships are often not expressed explicitly. For example, in the UML state chart diagrams it should be allowed to model states of a class, which is defined in the model of static structure (classes diagram).

Another approach proposed for ensuring models consistency is based on formal models (Mokati et al., 2007; Van Der Straeten et al., 2003; Simons, Bastarrica, 2005). Formal models are expressed by a formal modelling language, for example, Maude (based on rewriting logic) (Mokati et al., 2007) and a description logic (Van Der Straeten et al. 2003). Most formal languages have inference mechanisms. These mechanisms allow us to reason about the consistencies of knowledge bases. The result of models checking is a formal text. It is difficult enough to understand the formal text even for IS developers. More information about approaches for ensuring models consistency is provided in (Vasilecas, Dubauskaite, 2009).

The analysis of the approaches for ensuring consistency shows that the approaches proposed solve the models inconsistency problem from some specific viewpoint. Formal models are often too complex to be used in practice. Semi-formal models are wide used, but their constraints are only applied to one model and the constraints on relationships of models are not defined (Table 1).

Therefore the authors suggest extending the approach based on semi-formal models with constraints by adding the consistency rules for relationships of different aspect models.

The Analysis of Ensuring Consistency in the Booch, OMT, OOSE Object-Oriented Methods

UML is the most popular semi-formal modelling language (Berkenkotter, 2008). It is considered as the standard for the object-oriented modelling (Mokati et al. 2007) and usually object-oriented methods are used for a detailed analysis and following implementation. The initial versions of UML originated from three leading object-oriented methods: Booch, OMT, and OOSE (UML 2007). Therefore these methods are chosen for a detailed analysis. There is a need to mention that there are a lot of object-oriented system development methods, for example, OAA (Object Oriented Analysis), UP (Unified Process), RUP (Rational Unified Process), ICONIX, AM (Agile Modelling) methods, Merode development process, Newton, etc. But this time they are not in the scope of our research.

The original developers of the UML Grady Booch, James Rumbaugh, and Ivar Jacobson provide the core of the language in the Booch (Booch 1991), OMT (Rumbaugh 1991) and OOSE (Jacobson 1992) methods.

The Booch, OMT, and OOSE methods describe, which models should be created for software development (Booch, Rumbaugh, Jacobson 1998). For example, the Booch model consists of three different aspect models: requirements model (describes all objects statically), behaviour model, and architecture model (Conoles et al., 1996).

The analysis of Booch, OMT and OOSE shows that instructions how to develop different aspect models (for example, static or dynamic) are provided in the natural language and expressed in an implicit way. Examples of such instructions for developing a dynamic model of OMT are:

- A process must have at least an input flow and an external flow.
- A flow is between processes or between the file and process, or process and external input, external output (Conoles et al., 1996).

The Booch, OMT, and OOSE methods express instructions for model development in an implicit way, therefore it is difficult to check the consistency and to automate process of checking consistency of the developed models.

The OMT, Booch and OOSE methods define general models relations (flow of models development), but the relationships of elements in different aspect models are not described.

A detailed comparison of approaches for ensuring models consistency and ensuring
 object-oriented models consistency using OMT, OOSE and Booch methods are presented in Table 1.

Based on the analysis of approaches for ensuring consistency using object-oriented models (OOM), the authors suggest:

- extending the approach based on semi-formal models with constraints, adding the consistency rules on different aspect models relationships (see Table 1, text in a grey shadow);
- to use several consistency rules that can be acquired from object-oriented methods and formalised (see Table 1, text in vertical lines shadow).

The proposed approach is presented in detail in the next section.

The approach for Ensuring the Consistency in Object-Oriented Models

The analysis of approaches for ensuring consistency shows that the inconsistency problem can be solved by using formal or semi-formal models with constraints. Formal models are often too complex to be used in practice. Semi-formal models are widely used, but their constraints are often applied only to one model and the relationships of models are not defined. Semi-formal languages are more understandable in comparison with formal languages. Semi-formal languages are also more correct (more unambiguous) in comparison with natural languages. Therefore it is important to improve the consistency of semi-formal models.
The analysis of Booch, OMT and OOSE methods shows that they express instructions for model development in an implicit way and define only general models relationships. However these OOM can be a source for acquisition of formal constraints and consistency rules.

The authors of the paper suggest extending the IS development approach, based on semi-formal models and constraints, by adding the formal consistency rules to IS models. The assumption is that set of semi-formal models are OOM. The proposed approach for ensuring consistency of OOM is presented in Fig. 1.

Fig. 1 presents sequence of steps that realised proposed approach. First of all a method for checking the consistency of IS models should be created. Next the method for ensuring the consistency of UML models will be created and farther constraints and consistency rules will be defined for a metamodel of modelling language. The novelty of this approach is proposal to define the consistency rules for a relationship of two elements from different aspect models in an explicit way (Fig. 1, activities in grey shadow). The analysis of related works shows that nowadays constraints on the elements of only one aspect model are defined in an explicit way.

A second group of activities of the approach proposed is checking IS models. If constraints are expressed in an explicit way, it is possible to automate the process of checking consistency of the developed models. All models are checked according to the implemented constraints and consistency rules.

And finally, the consistency of IS models is improved by removing the detected conflicts. The usage of the approach proposed is illustrated by a case study in the next section of the paper.

**A Case Study**

According to the approach proposed, it is recommended to define constraints and consistency rules in an explicit way. An example of the UML model consistency rule and its usage for detecting inconsistencies in the books library IS models are presented in the chapter. Due to space limitations only one consistency rule is presented.

![Fig. 1 Approach for ensuring model consistency in object-oriented approach](image-url)
In this section, a consistency rule for UML class and sequence models is presented. Classes and their relationships show a static structure of data, while a sequence model presents interactions of classes. The consistency rules are defined for a metamodel.

Let us consider that we analyze a domain of books library and develop models:

The process of books search is presented in the sequence model.

The static structure of books library is presented in the class model.

Recall that the major elements of the class model are classes and their relations. A class consists of three parts: name, attributes, and operations. The class defines the type of object data. The major elements of a sequence model are lifelines of objects and messages, sent and received by lifelines in order to perform the process.

According to UML superstructure specification (OMG, 2007), the lifeline of a sequence model can be related with the class of class model through ConnectableElement. The relationship description in (OMG, 2007) is provided in the natural language: “The classifier containing the referenced ConnectableElement must be the same classifier, or an ancestor of the classifier that contains the interaction enclosing this lifeline.”. In this case, OMG UML specification is the source of the proposed consistency rule ID1 (see the text below).

The authors of the paper suggest defining the consistency rule between operations of the class and messages of lifeline in order to test the approach. The consistency rule consists of a textual description and a formal constraint expressed in OCL. Below the consistency rule between elements of different aspect models is presented.

Consistency rule ID1:

*The operation of a classifier containing the referenced Message of Connectable element must be the same operation of the classifier that contains the interaction enclosing this message of lifeline.*

\[
\text{context } ce : \text{UML::CompositeStructures::InternalStructures::ConnectableElement} \\
\text{inv OperationOfClassMustBeMessageOfLifeLine} : \\
\text{ce.class.operation=ce.lifeline.interaction.message}
\]

It should be noted that not all the lifelines of a sequence model are related with classes in the class model. The type of lifelines can be a domain, control and boundary. An example of the control lifeline is a Search lifeline which represents web application, while the domain lifeline Book represents class Book of the class model. Only the domain lifelines should be connected with the class model. It means that the proposed consistency rule ID1 should be applied only to domain lifelines of the sequence model.

Using the consistency rule ID1 helps to detect a consistency conflict of models presented in part 1 of Fig 2 and part 2 in Fig. 2. The static structure, classes and their relations can be presented graphically using a UML class diagram, while interactions can be showed using the UML sequence diagram (part 3 of Fig. 2). The lifeline Book (part 2.c of Fig. 2) is related with the class Book (part 1.a of Fig. 2). The lifeline Book (part e of Fig 2) has a message getBookDetails (part f of Fig. 2, part 2.d of Fig. 2), while the class Book, which should be related with the lifeline Book, has only one operation getBookTitle (part 1.b of Fig. 2), but the operation getBookDetails is not presented in this class. It means that the static structure and behavior models are inconsistent.

If a designer adds the operation getBookDetails to the class Book, the consistency of static structure and behavior models will be improved.

The process of checking models consistency rules can be automated using CASE tools. Because of space limitations, CASE tools are not detailed here. Checking the consistency of UML models by using MagicDraw UML and PowerDesigner tools is presented in (Dubauskaite, Vasilecas, 2009). The authors of the paper intend to extend the proposed approach to the method for consistency checking of UML models and to implement it using the MagicDrawUML tool (Vasilecas, Dubauskaite, 2009).
Conclusions and Future Works

The analysis of related works shows that semi-formal models are widely used, but consistency constraints are often applied only to one modeling aspect. Constrains on the relationships of elements of different aspect models usually are not provided in an explicit way. Object-oriented development methods like Booch, OMT and OOSE express the instructions for semi-formal model development in an implicit way but describe only general relationships of models. Despite the fact that some results have been achieved in the field of ensuring models consistency, the problem of is still open and relevant.

Based on the research performed, the authors of the paper suggest extending the existing approach, based on semi-formal models by adding the consistency rules for the relationship of elements of different aspect models in an explicit way. Object-oriented methods can be a source for acquisition of formal constraints and consistency rules.

The case study shows that usage of the approach proposed allows detecting inconsistencies of different aspect models.

In future works we are going to elicit the consistency rules expressed explicitly and implicitly from different models used in object-oriented methods and from the UML metamodel, and to extend the proposed approach to a method for ensuring consistency of UML models. The next step is implementing of defined rules in the MagicDraw UML tool which is used in running “Business Rules Solutions for Information Systems Development (VeTIS)” project and testing the method proposed.
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Santrauka

Projektuodami informacinių sistemų sukuriame skirtinęs modelius pagal duomenis, procesus ir kitus aspektus. Siuo atveju yra rizika, kad sistemos specifikacijoje bus darnos pažeidimų dėl tarpsuaviję nesuderintų modelių. Damūs ir neprieštarą ale modeliai yra reikalingi tolesniams pradinės modelių transformavimui ir galiausiai programinio kodo generavimui. Taigi yra svarbu užtikrinti modelių darną. Taikant objektinių sistemų kūrimo metodus darnos užtikrinimo problema sprendžiama apribojant kiekvieno aspekto, pa-